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Abstract
The �ourishing of Large Language Models (LLMs) calls for increas-
ingly ultra-scale training. In this paper, we share our experience
in designing, deploying, and operating our novel Astral datacenter
infrastructure, along with operational lessons and evolutionary
insights gained from its production use. Astral has three important
innovations: (i) a same-rail interconnection network architecture
on tier-2, which enables the scaling of LLM training. To physically
deploy this high-density infrastructure, we introduce a distributed
high-voltage direct current power system and a new air-liquid inte-
grated cooling system. (ii) a full-stack monitoring system featuring
cross-host and hierarchical logging correlation, which diagnoses
failures at scale and precisely localizes root causes. (iii) an operator-
granular forecasting component Seer that e�ciently generates op-
erator execution timelines with acceptable accuracy, aiding in fault
diagnosis, model tuning, and network architecture upgrading. As-
tral infrastructure has been gradually deployed over 18 months,
supporting LLM training and inference for multiple customers.
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1 Introduction
In recent years, Large Language Models (LLMs) have gained pop-
ularity for a wide range of tasks, including text summarization
[13, 37, 44], multimedia content creation [10, 25, 28], code optimiza-
tion [3], and personalized recommendation [34, 36]. This success
has led LLMs to �ourish, and in particular, we have witnessed two
speci�c trends indicative of the exponential scaling of LLMs: (i)
model size has grown exponentially from billions to trillions, e.g., 1.5B
in GPT-2, 175B in GPT-3, and 1T in GPT-4 [13, 37]; (ii) training
datasets have dramatically increased from billions of tokens to tril-
lions of tokens, e.g., ⇠40 billion tokens in GPT-2 to more than 10
trillion tokens in GPT-4 and LLaMA 3 [22, 37, 40].

In this paper, we share our experience in building and running
Astral, our new datacenter infrastructure natively built for LLM
training and inference that can scale to half a million GPUs. Many
companies have already shared similar experiences regarding tens
of thousands of GPUs [20, 27, 39], but we feel this is the right time
to provide ours as well. The reason is motivated by three important
factors: (i) recently, the growth in GPU’s Floating Point Operations
Per Second (FLOPS) has failed to keep pace with the FLOPS required
for training models, e.g., a 4⇥ increase from V100 in 2017 to H100 in
2022, while a 1500⇥ increase from BERT-base [17] to GPT-3-175B
[13]. (ii) GPUs that are supplied to China are specially characterized
by a much lower FLOPS compared to their more advanced products.
(iii) our customers and internal teams take ultra-scale GPUs to develop
models: our company is dedicated to serving both large content
providers requiring more than 10K GPUs for deploying as well
as upgrading their models, and our internal teams exploring the
extremes of LLM’s capabilities.

Training state-of-the-art models with low-tier GPUs is possible,
but it might take too much time, even if we are able to match the
network and interconnection settings of modern deployments. This
was not an option for us as we did not want this to a�ect the quality
of our services alongside our economic bene�ts. The only way for
us to be competitive was to build a datacenter network that scales
to at least half a million low-tier GPUs, so that we could serve our
1.4 billion active users with our in-production LLM that exceeds
one trillion parameters and has been trained on trillions of tokens.
Building and running a datacenter at such a scale brings up several
challenges that span multiple dimensions: from the need to deal
with cooling, excessive wiring, and enormous power consumption
to running Remote Direct Memory Access (RDMA) at scale along-
side providing mechanisms for model tuning and operations so that
we could provide the best possible performance and reliability.

https://doi.org/10.1145/3718958.3750521
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Figure 1: Astral infrastructure for LLM.

Our Astral infrastructure is overviewed in Figure 1. The Astral
network architecture accommodating large-scale GPUs serves as
the foundation for LLMworkloads. Built atop this, a full-stack moni-
toring system is developed to enable comprehensive data collection
and fault diagnosis; meanwhile, an operator-granular forecasting
component Seer is integrated, o�ering valuable insights into fault
diagnosis, model parameter tuning, and architecture upgrades by
calibrating its predictions using monitoring data. The key contribu-
tions are as follows:

• Astral network architecture adopts a novel Aggregation switch
and ToR switch interconnection design, i.e., aggregating same-rail
ToR switches to maximize Pod scale while achieving identical aggre-
gated bandwidth across three tiers for uniform network abstraction,
which improves scalability and enables �exible deployment while
ensuring high training e�ciency. To physically deploy our high-
density infrastructure, we have built a distributed High-Voltage
Direct Current (HVDC) power system for high reliability and intro-
duced a new air-liquid integrated cooling system for high energy
e�ciency (§2).

• Our network is supported by a novel full-stack Astral monitor-
ing system distinguished by its ability to correlate each layer from
the application layer to the physical layer in line with the top-down
system principle so that it is easier to spot RDMA ine�ciencies
or consistency issues. Based on the monitoring system, we build a
cross-host and hierarchical correlation analyzer, which e�ectively
handles comprehensive failure manifestations at a large scale, e.g.,
fail-hang and fail-slow, and precisely localizes root causes (§3).

•We introduce a new forecasting component, Astral Seer, that ef-
fectively generates operator-granular timeline forecasts. Moreover,
Seer leverages realistic monitoring data to calibrate operator execu-
tion time atop basic LLM modelling for high accuracy. Seer aids in
diagnosing in-production failures with an expected timeline for re-
liability and providing model parameter setting recommendations,
model framework evolution, and network architecture upgrades
for high training e�ciency (§4).

Astral infrastructure has been gradually deployed and used in our
production for more than 18 months. Our experience shows that, by
physically deploying Astral infrastructure, LLM training e�ciency

is scaled near-linearly (e.g., 0.6% e�ciency loss in our production
statistics), and the average Power Usage E�ectiveness (PUE) is
improved by 16.34%. Additionally, with the gradual deployment
of Astral monitoring system, the mean time to locate a failure has
been reduced from days to minutes, i.e., by up to 25⇥ reductions.
Moreover, Astral Seer forecasts the performance of LLM training
and inference within seconds while achieving acceptable accuracy
(e.g., 0.3% deviation in Hunyuan models and across other dense
models) when compared with production results.

This work does not raise any ethical issues.

2 Astral Network
We build a new network architecture for LLM training, with the
following key attributes:
Scalability: To expedite model development cycles and harness the
potential of LLMs, scaling LLM training e�ciency near-linearly to
millions of GPUs is crucial. To achieve this, the network architecture
should (i) be able to connect GPUs as scalably as possible given
today’s hardware limitations, and (ii) enable high training e�ciency
at scale by minimizing impacts of GPU-to-GPU communication,
including identical bandwidth at each tier and minimal network
hops from an architecture perspective. Identical bandwidth reduces
the likelihood of bottleneck bandwidth in communications. While
reducing the number of hops decreases the frequency of Equal-Cost
Multi-Path (ECMP) hashing and then minimizes hash polarization
[5, 50]. Both help avoid congestion from a network architecture
perspective, thereby reducing the impact of communications.
Flexibility: As an LLM infrastructure service provider, we should
achieve �exible deployment of LLM tasks to accommodate cus-
tomers’ �uctuating demand for GPUs. This can be achieved by
allocating GPUs within the same block/Pod whenever possible to
reduce the impact of communication overhead. Hence, it is essential
to expand the size of the block (at tier 1) and Pod (at tier 2) and
allocate GPU resources within one block/Pod as much as possible.
However, due to customers’ varying demand for GPU expansion
and contraction, fragmented deployment across Pods often occurs
in production. Thus, identical bandwidth at each tier also aids in
minimizing the impact of cross-Pod communication.
Reliability: Failures are an unwelcome yet common occurrence,
resulting from the complexities of network topology and hardware
instability. Particularly, as LLM training scales, failures become
increasingly disruptive, slowing down the entire job, possibly in-
volving tens of thousands of GPUs. In production, one critical risk
that can lead to failure is optical module damage, whose impact
can be mitigated at the network architecture level.
High energy e�ciency: Since data centers are major energy con-
sumers, energy e�ciency, i.e., saving non-renewable energy and
reducing carbon emissions, is a key consideration when physically
deploying our network architecture in real-world environments.

2.1 Astral Network Architecture
To meet the above key attributes, we design and build Astral net-
work architecture for LLM training, which follows three key prin-
ciples:
P1: Aggregation of same-rail ToR switches maximizes Pod
size. Figure 2 compares the performance of allocating 1K GPU
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Figure 2: All-to-all communication throughput.
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Figure 3: Astral network architecture.

for all-to-all collective communication within a single Pod ver-
sus across 32 Pods. As it indicates, fragmented deployment across
multiple Pods decreases the all-to-all collective communication
performance by 19%⇠37%. This is because even for all-to-all traf-
�c, same-rail tra�c accounts for a large proportion after enabling
NVLink-optimized network communication [2, 46]. However, cross-
Pod communication fails to fully utilize same-rail switches with
fewer hops, causing more frequent ECMP hash polarization and
severe congestion. In our observations, even with our optimized
ECMP load balancing1, the queue depth under cross-Pod communi-
cation exceeds the ECN threshold. As a result, maximizing the Pod
size can avoid cross-Pod fragmented deployment and facilitate more
same-rail communication, improving �exibility and scalability.
P2: Identical aggregated bandwidth across all tiers enables
uniformnetwork abstraction.Most LLM infrastructure providers,
drawing on their cloud computing services experience, adopt band-
width oversubscription in the Aggregation-Core layer (i.e., tier 3)
[20, 39]. However, oversubscription at any tier undermines net-
work abstraction by exposing LLM training e�ciency to the risk
of communication bottlenecks. This impedes the linear scaling of
GPU computational performance and limits �exible job deployment,
which contradicts our design rationale. Figure 2 shows the impact of
bandwidth oversubscription at tier 3 on communication throughput.
Speci�cally, bandwidth oversubscription degrades all-to-all collec-
tive communication performance and model training performance
by up to 52% and 3%, respectively. This performance gap arises be-
cause only ⇠15% of communication time remains after overlapping
with computation. Intriguingly, the performance impact varies by
LLM architecture. Dense transformer models mainly transfer AllRe-
duce collective communication tra�c from Data Parallelism (DP)
and point-to-point tra�c from Pipeline Parallelism (PP) between
same-rail switches, thereby minimally traversing Core switches

1The optimized ECMP scheme consists of two steps. First, the UDP source port number
of each �ow is selected to evenly distribute �ows across equal paths from the perspec-
tive of a source-destination pair. This selection leverages hash linearity properties
used by most commodity switching ASICs [51], making a best-e�ort attempt to min-
imize load imbalance. Second, if congestion is still detected based on ECN counters
on switches (collected every �ve seconds), the switches report the congestion to a
centralized controller. The controller then runs a hash simulator using the same hash
algorithm implemented in production switches to reassign appropriate UDP source
ports for the congested �ows, enabling accurate path selection across all �ows from
di�erent source-destination pairs. Such UDP source port reassignment takes e�ect
in the next round of collective communications. The e�ectiveness of reassigning the
UDP source port is shown in Figure 17 in the Appendix, which indicates that the ECN
counters decrease and eventually stabilize after multiple reassignments. The choice
of ECMP as the load balancing mechanism was motivated by operational simplicity,
hardware compatibility, and minimal failure impact, as discussed in the Appendix A.

and thus tolerating a certain degree of bandwidth oversubscription
at tier 3. In contrast, MoE-based transformer models rely on all-to-
all collective communication due to Expert Parallelism (EP) and
are more sensitive to bandwidth oversubscription. As MoE-based
models gain popularity and uniform network abstractions emerge
as a key requirement for tenants, identical aggregated bandwidth
across all tiers becomes essential for our architecture.
P3: Each port of a NIC is connected to a di�erent ToR switch.
To achieve reliability, we employ network redundancy in the infras-
tructure. Speci�cally, our design aligns with recent experience that
each port of a NIC is connected to a di�erent ToR switch to avoid
common optical modules and links damage, which is also adopted
in the network architecture of IBM [21] and Alibaba [39].

Figure 3 overviews the Astral network architecture:
(i) Host side: Given the maximal GPU limits within the intra-

host network during deployment, each host is equipped with 8
GPUs. GPUs within the same host can communicate with each
other via this intra-host network, e.g., NVLink [6], with 400GBps-
900GBps (bidirectional) bandwidth. To o�er the maximum network
capacity available today, we equip each host with 8 NICs, each
with 2⇥200Gbps. Each of these 8 NICs serves a dedicated GPU
(named rail), and thus each GPU has a dedicated 400Gbps of RDMA
network, resulting in a total bandwidth of 3.2Tbps.

(ii) Block side: Following dual-ToR designs [21, 39] for high
reliability, two ToR switches are connected to two ports of the NIC
bound by the same-rank GPUs respectively, forming same-rail links.
Due to 8 NICs on one server, there are 16 switches with 51.2Tbps
capacity in tier 1, which connect 1024 GPUs within a block.

(iii) Pod side: To achieve the maximum number of GPUs on the
same rail, two same-rail ToR switches in each block are connected
to two groups of 64 Aggregation (Agg) switches in tier 2, respec-
tively. Eventually, one Pod can support 64K GPUs for same-rail
communication. Note that the link capacity between ToR and Agg
switches is set to 400 Gbps, which is a balanced choice factoring in
wiring complexity, optical module availability, and the logical port
limits of switching ASICs. To our knowledge, Astral network archi-
tecture so far supports the largest scale of same-rank GPU-to-GPU
communication within a Pod.

(iv) Cluster side: Considering non-oversubscribed link band-
width in tier 3, all Agg switches of the same rank in each group
connect to 64 core switches for cross-rail communication. Finally,
Astral network architecture interconnects 512KGPUs for LLM train-
ing and inference in the data center. Also, we share our experience
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in extending Astral network architecture to connect multiple LLM
data centers separated by hundreds of kilometers in Appendix B,
indicating that the performance degradation could be negligible as
long as the cross-datacenter bandwidth oversubscription ratio is
within a certain range.
Advantages over other production-ready network architec-
tures.Astral network architecture is distinguished by the following
two key aspects: (i) Signi�cantly enhancing same-rail communication
e�ciency.Meta [20] and ByteDance [27] follow the 3-tier CLOS-like
network architecture, without dedicated optimization for same-rail
communication. Alibaba [39] adopts a rail-optimized network ar-
chitecture, enabling same-rail communication on ToR switches,
while nevertheless achieving full interconnection on Agg switches.
Meta [46] also provides a rail-only network architecture to improve
same-rail communication e�ciency. However, due to the absence
of cross-rail connectivity in the rail-only network, cross-rail com-
munication must traverse intra-host high-bandwidth interconnects,
which incurs additional overhead and limits scalability, particu-
larly for all-to-all communication patterns in MoE-based models.
Compared to these network architectures, our Astral network archi-
tecture strives to maximize same-rail communication, i.e., currently
supporting up to 8K GPUs within a single rail, while also enabling
cross-rail communication via Core switches. (ii) Enabling identi-
cal bandwidth across all tiers facilitates better performance scaling
for jobs deployed in a fragmented manner. Meta [20], ByteDance
[27] and Alibaba [39] opt for bandwidth oversubscription between
Agg and Core switches, motivated by their observations of limited
bandwidth capacity demands at tier-3 and a trade-o� to scale GPU
interconnects. However, these network architectures fail to support
�exible deployment of LLM tasks and are less likely to achieve
performance scaling, as bandwidth oversubscription across tiers
increases the likelihood of communication becoming the bottle-
neck. In contrast to these production-ready network architectures,
Astral network architecture preserves identical bandwidth across
all tiers and supports signi�cantly larger-scale GPUs with a more
promising potential for near-linear performance scaling.

2.2 Astral Network Deployment
The physical deployment of new network architecture needs to
address practical issues. We encountered and overcame new chal-
lenges in power supply and heat dissipation when deploying the
Astral network.
Energy-e�cient and stable power management. Since GPU-
heavy workloads in LLM datacenters dramatically increase power

consumption, e.g., increased by 8⇥ from 1 kWh without GPUs to 8
kWh with GPUs for one server, the power supply could become a
critical bottleneck. To provide an energy-e�cient and stable power
supply, we develop a distributed HVDC power system and incorpo-
rate green energy as a supplemental source.

• Hybrid-energy HVDC power system. Traditional Alternating
Current (AC) su�ers from energy ine�ciencies due to energy losses
in multiple current conversions with Uninterruptible Power Sup-
ply (UPS) batteries. Moreover, UPS battery capacity �uctuates by
20%⇠30% under LLM training, which leads to an unstable power
supply. By contrast, HVDC power brings three main bene�ts: (i)
improved energy e�ciency by directly charging the battery; (ii)
enhanced stability by naturally compensating for battery capacity
�uctuations due to its �ner power supply granularity; (iii) high
compatibility with renewable energy sources such as solar and
wind. Therefore, we develop a hybrid-energy HVDC power system
for Astral infrastructure. Figure 4 illustrates the hierarchy of our
distributed HVDC power system, where each unit delivers power to
a row of racks and a cooling system. The distributed HVDC power
supply for shared racks remains constant (approximately their Ther-
mal Design Power (TDP)). In contrast, a single rack can elastically
obtain up to 30% (empirical value) additional power above its TDP
since the peak power can exceed TDP.

• Green energy as a supplemental source. We build roof-mounted
solar power stations and �atland wind power stations to collect and
store solar energy and wind energy as a supplement to electricity.
According to our 2024 reports, the proportion of renewable energy
is 22%, which reduces 778 thousand tons of carbon emissions.
Energy-e�cient yet e�cacious cooling system. Increasing tran-
sistor counts and the end of Dennard scaling result in chips with
TDP that exceed the capabilities of suboptimally designed air cool-
ing, especially for CPUs/GPUs, reaching thermal limits and perfor-
mance degradation. To this end, we optimize the cooling system
from two aspects when gradually deploying Astral infrastructure:

• Optimization #1: Air�ow optimization in the air cooling system
can enable su�cient contact with the heat source. Astral employs
high-density racks to accommodate a block of server and switch
equipment, which poses challenges to su�cient contact between
the cool air�ow and the cooling components. Figure 5a illustrates
an issue where unintentionally designed air�ow, characterized by
air intake from both sides of the server rack, induces uneven rack
temperature distribution, with inter-rack variation reaching 1�C.
This is because excessively high air velocity at the air outlet reduces
the amount of cool air drawn into the nearby racks, resulting in
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Figure 6: Evolution of PUE in production.
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insu�cient contact with the heat sources and uneven temperature
distribution. In light of the principle that air velocity is inversely
proportional to cross-sectional area when air�ow capacity is con-
stant in �uid dynamics, expanding the cross-sectional area can
e�ectively alleviate this issue. To this end, we substitute the hori-
zontal side air�ow with the vertical bottom-up air�ow as the larger
cross-sectional area at the bottom allows for a moderate air velocity.
Figure 5b shows that air�ow optimization results in a low over-
all rack temperature, with a temperature variation of only 0.11�C
across all racks.

• Optimization #2: Air-liquid integrated cooling system can facili-
tate heat dissipation for high-power components. Given that power-
hungry components still experience high temperatures even with
well-organized air�ow, incorporating a liquid cooling solution, such
as cold plates and immersion cooling, becomes essential. However,
immersion cooling presents practical challenges such as material
compatibility, corrosion, and toxicity. Moreover, we found that a
liquid cold plate is su�cient and sustainable in production. Accord-
ingly, air cooling is utilized for overall heat dissipation, whereas
cold plates are employed towards localized high-power components.
Based on our observations, di�erent workloads (e.g., GPU-intensive
or CPU-intensive workloads) require varying power ratios between
liquid and air cooling. To accommodate these varying power ra-
tios, we integrate independent air and liquid cooling systems into
a uni�ed cooling system, where both share a primary cold source
that provides 100% cooling capacity; otherwise, the cooling system
cannot adapt to di�erent workload patterns.

Figure 6 compares the PUE of the Astral infrastructure with that
of a traditional data center infrastructure. With our cooling systems
and power management, the average PUE of Astral infrastructure
is reduced by up to 16.34%.

3 Astral Monitor and Diagnosis
3.1 Challenges and Key Design Rationales
The tightly coupled nature of distributed training systems makes
them vulnerable to failure propagation, where anomalies in indi-
vidual components can rapidly cascade to interconnected nodes
and subsystems. Figure 7 presents a structured taxonomy with a
statistical distribution of anomalies observed in our production en-
vironments, organized through three analytical dimensions: failure
manifestations, root causes, and diagnostic telemetry.

The failure manifestation refers to the observable symptoms
of training process degradation. We identify four distinct failure
manifestations: Fail-on-start (4% prevalence), where training jobs

abort during initialization; fail-stop (66%), characterized by abrupt
job termination after partial execution; fail-slow (13%), manifesting
as degraded iteration throughput; And fail-hang (17%), exhibiting
complete progress stagnation without termination. Fail-on-start
and fail-stop typically generate explicit error logs upon occurrence.
In contrast, fail-slow and fail-hangmaintain an unhealthy execution
state without throwing diagnostic messages.

The root cause refers to the fundamental reason behind the fail-
ure manifestations, encompassing both software failures (such as
NCCL bugs and miscon�gurations) and hardware issues (including
problems with CPUs, GPUs, switches, and links). These underlying
issues trigger component-speci�c diagnostic telemetry compris-
ing alerts, counters, and Key Performance Indicator (KPI) metrics,
which serve as crucial evidence for root cause analysis.

When a failure occurs, operators must promptly identify the root
cause and implement appropriate corrective actions to resolve the
issue. However, accurately inferring the root cause from telemetry
logs can be challenging due to several factors. During a failure event,
an overwhelming volume of logs is typically generated, complicat-
ing the analysis process. Moreover, there is no longer a one-to-one
relationship between telemetry logs and root causes. For instance,
multiple root-cause errors (e.g., GPU failures and network issues)
can trigger the same NCCL timeout messages. Conversely, speci�c
failure manifestations, such as fail-hang or fail-slow scenarios, may
not generate explicit telemetry logs at all. If the root cause cannot be
accurately identi�ed and addressed, it may lead to repeated training
failures or ine�cient utilization of computational resources.

To cope with the aforementioned challenges, we summarize
three key design rationales for our monitoring system:
Comprehensive full-stack monitoring. The LLM training plat-
form is a complex distributed software stack that spans the under-
lying computing and networking resources to the upper-layer user
interfaces. Full-stack monitoring helps in rapid response to anom-
alies and understanding anomalies. In particular, monitoring the
application layer (i.e., CUDA and NCCL library) can more directly
observe failure manifestations in the training progress, while mon-
itoring the underlying components can directly sense root-cause
errors. Intermediate layers, such as network-wide connectivity, can
help understand the propagation process from the root cause to the
user’s perception of the anomaly.
Cross-hosts and hierarchical correlation analysis. Detecting
and understanding anomalies from unorganized heterogeneous logs
is challenging. Traditional detection methods based on threshold-
based alerts for individual metrics (e.g., communication time) are
not �exible for varying training scenarios and cannot reveal the
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Figure 8: Astral Monitoring System.

complete failure stack trace. To this end, cross-host analysis enables
threshold-agnostic anomaly detection through horizontal compari-
son of the metrics across multiple nodes, where similarity-based
checking helps identify outlier nodes that deviate from the majority
regular pattern. Furthermore, hierarchical correlation delves deeper
into root cause analysis by linking application-layer failure mani-
festations with underlayer metrics through associated information
between all the stacked monitors. In this way, we can reveal a clear
propagation path from the root cause to the failure manifestation.
O�line testing before delivery and after unhandled failure.
O�ine testing is essential alongside online monitoring. Given that
a large proportion of fail-on-start and fail-stop failures stem from
pre-existing anomalies (e.g., 32% of failures are caused by the host
environment and con�gurations), conducting o�ine testing before
delivery is vital for minimizing these issues. Furthermore, consider-
ing the continuous iteration of software and hardware, it is di�cult
to identify and isolate all unknown failures by online monitoring
alone. Systematic o�ine toolsets are needed to provide a robust fall-
back strategy by enabling the reproduction and in-depth analysis
of such failures.

Prior e�orts have developed specializedmonitoring tools tailored
for training clusters [11, 16, 27, 48] (see §6 for details). However,
they lack an integrated full-stack framework to structurally asso-
ciate all-layer telemetry logs from multiple heterogeneous entities
(e.g., hosts, links, NICs, and switches). In particular, abnormalities
at the network layer may spread and cause abnormal indicators
of several host monitors and network monitors. However, the in-
herent di�erences between network and host logs limit existing
comparison-based methods, requiring a systematic approach to
correlate them for precise root-cause diagnosis. Simply isolating
the hosts could lead to both anomaly recurrence and resource un-
derutilization. Aegis [11] introduces correlation analysis, such as
using ‘connection reset by peer’ logs to identify faulty devices and
comparing NCCL instrumentation logs across devices to �nd the
slowest-performing nodes. While insightful, this approach primar-
ily identi�es symptoms rather than root causes, and automatic
drill-down into the underlying causes of detected anomalies re-
mains unexplored.

3.2 Astral Monitoring Architecture
We develop a full-stack monitoring system in Astral infrastructure,
as shown in Figure 8. The key design of the system lies in its
ability not only to monitor every component of the cluster, from the
application layer down to the hardware level, but also to identify
correlations across these layers. The monitoring system includes
the following layers:
Application layer: training progress monitoring. Application
layer monitoring provides a direct re�ection of user-perceived train-
ing progress. Given that each iteration inherently involves collective
communication, monitoring NCCL communication operators al-
lows for precise tracking of both the iteration progress and the
associated time costs across individual nodes. Iteration progress,
indicated by work request start and �nish counts, can be leveraged
to identify which node’s communication or computation within a
speci�c iteration remains incomplete in the event of an exception.
Furthermore, per-iteration computation and communication times
serve as key metrics to evaluate whether the training task’s per-
formance meets expectations. We can cross-verify the monitored
iteration time with the results from the expected operator time-
line (i.e., Seer in §4) to identify potential anomalies. Besides, when
encountering failures that cannot be resolved online, we conduct
o�ine training on some template models to perform end-to-end
testing and in-depth analysis.
Transport layer: millisecond-level �ow monitoring. Monitor-
ing the transport layer to ensure high performance and reliable
data transmission is essential during training. To achieve this, we
focus on two primary types of information during transport-layer
data transmission. First, we monitor NCCL and RDMA error logs,
such as Completion Queue Entry (CQE) error events, which contain
the Queue Pair (QP) information of failed transmission. Second,
we employ Access Control Lists (ACLs) to �lter the �rst packet of
an RDMA Request and parse DMA length in the RDMA Extended
Transport Header (RETH), which enables precise calculation of
�ow throughput with millisecond-level temporal resolution. As
shown in Figure 9b, millisecond-level rate monitoring provides
�ner details compared to traditional second-level rate monitoring.
The latter even fails to distinguish an abnormal transmission rate,
as the average rate appears low in both cases due to the transmis-
sion interval. Millisecond-level monitoring introduces additional
bandwidth overhead due to the need to mirror the �rst packet’s
header of each RDMAmessage; however, the overhead is negligible
as discussed in Appendix C.
Network layer: end-to-end path telemetry. The network layer
is responsible for tra�c routing, re�ected in end-to-end connec-
tivity and latency. Congestion or failures may occur at any hop in
the network, adversely a�ecting end-host functionality and perfor-
mance. We propose two complementary path telemetry methods.
First, we employ passive measurement using sFlow, where the �ow
path can be restored by sampling and collecting packets from each
device. Second, we can use INT-armed ping packets to perform
hop-by-hop telemetry of the �ow path to obtain connectivity and
latency at a hop-by-hop granularity. Compared to existing probing
systems [23, 31], combining these two methods enables real-time in-
ference of network �ow paths and rapid identi�cation of congested
nodes via hop-by-hop information.
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(a) NCCL Timeline (b) QP rate (c) INT per-hop latency (d) PFC count

Figure 9: Anomalies location with hierarchical analyzer.

Physical layer: per-node internal state monitoring. We devise
a comprehensive data collection strategy tailored to heterogeneous
hardware devices. For each device, we systematically collect inter-
nal logs and specialized counter metrics. On end-host systems, we
acquire computational unit diagnostics (e.g., CPU/GPU utilization),
memory subsystem errors, high-speed interconnect metrics (i.e.,
PCIe and NVLink), and OS-level event tracking. Network interface
analysis includes CNP/PFC/ECN packet counters monitoring. We
collect SNMP metrics for network devices while activating Mirror
On Drop (MOD) for packet loss detection. O�ine validation tools
include environmental con�guration checkers, stress testing suites
(Hostping [32], GPU Burn [4]), and automated wire connection
diagnostics.

To fully leverage the multi-layer monitoring metrics for hierar-
chical correlation analysis, we deliberately maintain the relation-
ships between di�erent layers of monitoring metrics. Speci�cally,
at the application layer, we monitor the host lists engaged in each
training task and the communication group information (including
detailed QP data) based on the con�gured parallelism methods. By
associating QP data with the �ve-tuple information (i.e., source
and destination IP addresses, source and destination UDP ports,
and the IP protocol �eld), we can link the application layer to the
transport-layer metrics. In the network layer, we utilize sFlow for
tra�c path reconstruction2 and INT-pingmesh to validate the path
and per-hop details. This not only connects upward to the trans-
port layer but also downward to hop-by-hop physical nodes. This
integrated hierarchical monitoring system facilitates log consolida-
tion and fault analysis. It can delve into the underlying causes of
failure manifestations and deduce the a�ected applications from
the root-cause failures.

3.3 Hierarchical Analysis and Cases
Based on the full-stack monitoring system, we build a correlation
analysis tool, which combines cross-host correlation analysis and
hierarchical correlation analysis to detect failure manifestations
and progressively locate root causes. Our analytical algorithm is
based on two key observations. First, application-layer monitor-
ing o�ers broader coverage, indicating that diverse anomalies will
invariably manifest in user experience at the application layer. Sec-
ond, abnormal indicators at the physical layer can often reveal the
root causes of failures more directly.

2sFlow captures path information by mirroring sampled �ow packets at the switches
they traverse. In addition, the ECMP hash function that determines the path is provided
by our switch vendor.

Hierarchical Correlation Algorithm. The algorithm commences
with the application-layer monitoring, which is closest to the user’s
perception. By continuously monitoring each host’s computation
time and communication time in each iteration, thresholds and
anomaly detection strategies are introduced to alert task-level anom-
alies. We use job-related thresholds obtained by fast forecasts using
the Seer for abnormal judgment. In addition to threshold judg-
ment, we also compare horizontally across hosts. If a node lags
signi�cantly behind other nodes during fail-slow or fail-stop, it is
considered an abnormal node. However, to ascertain the root causes
of these host anomalies, further analysis at the subsequent layer is
necessary:
Branch #1: handling computation anomalies. When a computa-
tion anomaly occurs on a single host, it is associated with abnormal
log information at the physical layer of that device. If a fatal error
log is matched, actions including isolation, checkpoint loading, and
restarting are performed. In cases where computation anomalies
occur on multiple devices, empirical evidence suggests that they are
typically caused by software or user code anomalies. An alarm will
be triggered, requiring manual intervention to determine whether
to halt or continue operations.
Branch #2: handling communication anomalies. If the applica-
tion layer detects a communication anomaly, errCQE events and the
QP rate information are collected through the maintained job infor-
mation. To delve deeper into the root cause of the failure, network
path information (i.e., the sequence of switches and egress ports,
and corresponding hop-by-hop latencies for a �ow) is gathered
based on the �ve-tuple information maintained in the QP metadata.
Here, we develop two di�erent correlation tools:

• Identi�cation of failure points through path overlapping. Net-
work device failures typically impact multiple passing net-
work �ows. If a set of errCQE events occurs, the failure
points can be identi�ed by locating the overlapping points
of multiple a�ected �ow paths.

• Identi�cation of congestion hotspots via INT per-hop delay. If
the QP rate is abnormal, INT ping detects the hop-by-hop
delay and pinpoints the abnormal link. Subsequently, the
switch’s internal metrics are examined to determine whether
there are behaviors of PFC pauses or packet drops.

When the root cause of the network-side abnormality is identi�ed,
we adopt a global optimization routing strategy to switch paths by
modifying the UDP source port of the �ow.

We use a real case to demonstrate the e�ectiveness of the moni-
toring system for abnormal locating:
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(a) Fail-stop (b) Fail-hang (c) Fail-slow

Figure 10: Stability improvement after deploying the monitoring system in production.

Step #1: Distinguishing computation and communication
anomalies at the application layer. As shown in Figure 9a, we
can swiftly identify the device experiencing abnormal computation
or communication using the NCCL timeline. In this particular case,
our system detected that most devices communicated for a much
longer time than the thresholds from the expected operator timeline
in Seer.
Step #2: Investigating anomalies in transport and network
Layers. Upon identifying irregularities in the communication rate,
we conducted a detailed analysis of the millisecond-level rate data
for each QP. As shown in Figure 9b, speci�c nodes exhibited QP
rates below 50% of the designated link bandwidth. Leveraging the
�ve-tuple information linked to each QP, the system interrogated
the sFlow path database to trace the �ow path. Subsequent anal-
ysis based on INT heatmap (e.g., Figure 9c) revealed forwarding
delays of 0.6�s, 179�s, and 266�s at each hop. From these observa-
tions, the system deduced congestion in the downlink between the
aggregation and the ToR switch.
Step #3: Identifying root causes of the fail-slow at the physi-
cal layer. Through the collection and analysis of hardware counters
from the switches, it was observed that the PFC pause counters
signi�cantly exceeded the normal range (in Figure 9d). By corre-
lating this data with the type and volume of �ows traversing the
link during the speci�ed time frame, the root cause was pinpointed
as persistent downstream link congestion resulting from ECMP
selecting ine�cient paths at upstream links.

One year after deployment, Figure 10 summarizes changes in the
location time for three types of faults: fail-stop, fail-hang, and fail-
slow, since the implementation of the monitoring system. Although
the number of faults has increased (due to the expansion of the
network scale), the Mean Time To Locate Failure (MTTLF) for fail-
stop and fail-hang faults has been reduced to minutes, achieving up
to 12⇥ and 25⇥ reductions, respectively. And the location time for
fail-slow anomalies has also been shortened by nearly 5 times. Still,
there are always some anomalies that the automatic correlation
system cannot recognize. We can only continuously evolve the
monitoring system as discussed in Appendix D.

4 Astral Seer
The high cost of LLM training makes it essential to forecast the
execution timeline of computation, communication, and memory
access behaviors. By leveraging this foresight, we can determine
optimal parameter selection, validate testbed results, and re�ne
model frameworks o�ine to improve performance and reliability.
To this end, we introduce a brand-new forecasting component
Astral Seer.
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Figure 11: Astral Seer framework.

4.1 Goals of Seer
Astral Seer is designed to achieve three pivotal goals:

•Tuning the parameters of the model framework, e.g., parallelism
and overlap strategies, and con�gurations in the network, e.g., link
bandwidth and transport protocol for optimal performance before
practical deployment.

•Verifying the execution time of in-production LLM training and
inference at runtime, thereby aiding in diagnosing failures during
practical deployment.

•Exploring novel model frameworks, e.g., new operators and
overlap optimization, and network architecture, e.g., intra-host
network and cross-datacenter network topologies, to upgrade de-
ployment.

4.2 Key Properties for Seer
To achieve the above goals, Astral Seer adheres to the following
properties:

•High e�ciency: The LLM work�ow can be decomposed into
a series of operators involving computation, communication, and
memory access. E�ciently obtaining the execution timeline of LLM
operators is a fundamental prerequisite for �nding the optimal
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(a) Astral Seer foresight (b) Testbed result

Figure 12: Timeline comparisons between Astral Seer foresight and testbed result.

parameters and con�gurations before model deployment, as well
as for verifying in-production results to serve as a reference for
diagnosis during runtime.

•Acceptable accuracy: Accurately forecasting the execution time-
line of each LLM operator is highly valuable. However, unlike sim-
ulators, which strive for complete consistency with production
results (as they are mainly used in algorithm research), our As-
tral Seer only requires foresight into the timeline with acceptable
accuracy as a reference.

•Extensibility and con�gurability: LLM experts frequently ex-
plore new operators and overlap strategies to improve training
performance. Meanwhile, they favor con�guring di�erent setups
for their speci�c demands. Hence, our Astral Seer should allow easy
extension and con�guration.

4.3 Astral Seer Framework
In Astral Seer, we e�ectively generate operator-granular timeline
forecasts and calibrate our operator execution time with packet-
level behaviors to achieve high accuracy. Figure 11 overviews our
Astral Seer framework, which mainly consists of the following two
components:
Operator dependency generation. Given that LLM developers ei-
ther leverage existing LLM frameworks or introduce new operators
to upgrade frameworks, we provide two methods for generating
operator dependency:

(i) Converting from realistic pro�ling data on GPUs: One direct
and precise way to generate operator dependency is converting
from model instances of one iteration collected from GPUs. We use
PyTorch pro�ler to collect GPU traces and export the pro�ling data
to JSON �les. By leveraging Pytorch Chakra, model execution can
be converted into an executor graph, which includes operators and
their dependencies. Our Astral Seer focuses on typical computation,
communication, and memory access operators. Table 1 in Appendix
showcases the operators used by LLaMA 3 in Seer.

(ii) Extending with handcraft: The essence of operator depen-
dency generation is to build the work�ow of AI model training
and inference in the form of operators. Model research and devel-
opment experts can follow our templates for operators and their
dependencies to manually introduce their newly proposed opera-
tors and overlap with existing operators. This template lies in JSON
�le format, primarily involving the operator dependency, attribute,
and corresponding execution time.
Self-correcting operator execution. Next, we obtain execution
times corresponding to operators. Although using packet-level
device simulators to obtain execution time can achieve fair accuracy,

it signi�cantly compromises e�ciency and is even slower than
conducting real experiments. Given that the primary goal of Seer
is to enable high e�ciency with acceptable accuracy, we obtained
the operation execution time by modeling the LLM framework and
then iteratively re�ned it through realistic experiments to improve
accuracy.

(i) Basic modeling: The execution time of operator kernels can be
deduced from the basic model. We formulate the operator execution
time as the tensor size divided by the theoretical bandwidth. Specif-
ically, we re�ne the atomic operation times of computation (e.g.,
matrix multiplication and addition), memory access, and communi-
cation under di�erent parallelism strategies (e.g., Tensor Parallelism
(TP), PP, and DP). Each operator can be decomposed into a combina-
tion of multiple atomic operations. See Appendix E for the detailed
formulation.

(ii) Self-correction of modeling: Theoretical bandwidth often fails
to accurately re�ect actual throughput, as the latter is a realistic
measurement resulting from packet-level behaviors in�uenced by
on-training datapath I/O contention and network congestion [9, 30,
41, 45, 47]. Therefore, to improve accuracy, we use actual through-
put instead of the theoretical bandwidth in our basic modeling.
Speci�cally, we perform a polynomial curve �t on the throughput
measured from the Astral infrastructure. Our bandwidth correc-
tion, which implicitly accounts for packet-level behaviors, primar-
ily involves the correlations between arithmetic operations and
measured GPU FLOPS, memory access tra�c and measured High
Bandwidth Memory (HBM) throughput, as well as message size and
measured network throughput. Eventually, the operator execution
time is calibrated with the actual throughput that inherently re�ects
packet-level e�ects.

Given that the actual throughput is a�ected by hardware param-
eters and software mechanisms. We o�er typical modular hardware
and software suites for con�gurations: GPU con�gurations include
speci�c GPU devices for generating the GPU FLOPS, HBM size, and
HBM bandwidth; andNetwork con�gurations involve network topol-
ogy, congestion control, and load balance schemes, for generating
the ReduceScatter, AllGather, and All-to-All bandwidth.

With operator dependencies and operator execution time, any
discrete-event simulation tool can be used to construct the time-
line of the end-to-end LLM training and inference process. In brief,
Astral Seer can generate LLM operators’ timelines within seconds.
Also, it has been demonstrated to have high accuracy in production.
Figure 12 compares the timeline of one iteration in our Hunyuan
model between Seer’s foresight and testbed result, showing an
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Figure 13: Training e�ciency across datacenters.

acceptable 0.3% accuracy deviation. Seer maintains acceptable ac-
curacy across dense models, e.g., LLaMA 2 and LLaMA 3. But for
MoE-based models, e.g., DeepSeek R1, the accuracy deviation is
relatively higher due to unpredictable expert selection and as-yet
uncalibrated operators. We are continuously evolving Seer to better
accommodate diverse LLM architectures.

4.4 Case Studies
In addition to diagnosis use cases in §3, we also present cases that
bene�t model tuning and network upgrades.
• Case #1: Astral Seer facilitates determining which communication
tra�c across datacenters can minimally impact training e�ciency,
and what the bandwidth oversubscription ratio for cross-datacenter
links should be. Due to power supply constraints in data center
areas and the need to aggregate remaining GPU resources, several
LLM infrastructure providers are building networks that connect
multiple datacenters [14, 15, 49]. This involves two natural con-
cerns: First, which communication tra�c across datacenters can
minimally impact training e�ciency? Previous literature shows
that PP generates the least tra�c (compared to TP and DP) and uti-
lizes the basic Send/Recv for communication, which is insensitive
to network bandwidth [39]. Then, the intuition is to make PP tra�c
pass through datacenters. Nevertheless, we notice that this intuition
is not universally applicable. In practice, both PP and DP may be
well-suited for cross-datacenter training. Figure 13 shows the cross-
datacenter training e�ciency on 1K GPUs. As we see, enabling DP
tra�c across datacenters can achieve better training e�ciency in
some cases. This is because DP communication is low frequency and
can be easily overlapped in asynchronous communication, even
though it generates relatively large tra�c. We can also observe
that enabling memory-optimized ZeRO-DP [42] tra�c across data-
centers results in worse performance due to its extremely heavy
communication tra�c. To conclude, allowing tra�c across the data
center is contingent on the speci�c case, and Astral Seer can provide
recommendations. Second, what is the appropriate bandwidth for
cross-datacenter links? Figure 13 illustrates the impacts of varying
intra-datacenter to across-datacenter bandwidth oversubscription
ratios on training e�ciency. As it shows, the training e�ciency
does not drop signi�cantly until the bandwidth oversubscription
ratio reaches 16:1. These impacts could be case-speci�c. Fortunately,
Astral Seer can assist infrastructure service providers in making
bandwidth oversubscription decisions.
•Case #2: Astral Seer aids in �guring out the training e�ciency after
upgrading the intra-host network. Common wisdom tells us that

(a) GPT-3-175B Training (b) MoE Training

(c) MoE Inference (Pre�ll) (d) MoE Inference (Decoding)

Figure 14: Performance impacts of intra-host network scale.

building a large intra-host network with more GPUs (i.e., directly
interconnected via NVSwitch) can e�ectively deliver high perfor-
mance. However, there is no corresponding quantitative analysis
on how large the intra-host network should be to accommodate
the corresponding GPUs. By leveraging Astral Seer, we can �gure
out the scale of the intra-host network that is su�cient for per-
formance. Figures 14a and 14b report the training performance of
GPT-3-175B and our in-production MoE-based model under di�er-
ent scales of the intra-host network. As we observe, the MoE-based
model bene�ts more from a large intra-host network because it
introduces more all-to-all communication tra�c compared to the
GPT-3 model. Figures 14c and 14d demonstrate the inference per-
formance of our MoE-based model during the pre�ll phase and
decoding phase under di�erent scales of the intra-host network.
These results indicate that increasing the scale of the intra-host
network can also contribute to higher inference e�ciency.

5 Deployment and Experience
Astral LLM infrastructure has been gradually deployed since July
2023. As of today, we have interconnected 128K GPUs within two
Pods based on Astral network architecture and are extending to
512K-GPUs datacenter. In the following, we share our experience
in physically deploying the Astral infrastructure and serving the
LLM services.
Power consumption patterns and our power allocation strat-
egy.We characterize the power usage patterns of LLM training and
inference in production over several iterations and one day: (i) Ex-
ceeding TDP in an iteration: Figure 15 shows GPU power usage time
series during multiple training and inference iterations. For LLM
training, the peak power goes up to the GPU’s TDP during both
forward and backward computation phases, but decreases upon
entering the communication phase. For LLM inference, the peak
power goes up to the TDP during the pre�ll phase and drops well
below the TDP during the decoding phase. Given that peak power
often reaches or exceeds TDP, our distributed HVDC power system
overprovisions GPU power to ensure power safety. Speci�cally,
each HVDC power system provides the total TDP to the shared
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(a) GPU power usage for training (b) GPU power usage for inference

Figure 15: GPU power usage over multiple iterations.
Figure 16: GPU power usage over a day.

racks, where each rack can elastically obtain up to 30% additional
power (experience value) above the TDP. (ii) Tidal e�ect during a
day: Figure 16 shows GPU power usage time series over one day in
a production environment. It exhibits a tidal pattern characterized
by high power consumption during the day and a gradual decline
between 10 p.m. and 8 a.m. This is because LLM inference, which
involves interaction with users, is seldom utilized during nighttime
hours. Following the principle of maintaining stable power con-
sumption (since we signed a constant power contract with utility
companies), we schedule LLM training and inference tasks. Based
on the tidal pattern of LLM inference workloads, our sales model
incentivizes customers to perform LLM training at night by o�ering
cheap rental prices.
Cooling system selection for LLM. As the company that owns
the largest social software in China, we have a long history of build-
ing a data center, and its scale is now larger than most enterprise
networks. Our cooling system has previously undergone three sig-
ni�cant upgrades: from a direct expansion air conditioning system
(in 2006), to a centralized chilled water system (in 2010), and then
to a distributed air-cooling air handling unit architecture (in 2018).
As LLM workloads emerge, air-cooling has reached its TDP and
then liquid cooling becomes an inevitable choice. When choosing
two advancing liquid cooling technologies, i.e., immersion and cold
plate, we �rst considered the technology with mature ecosystem
and multiple supply chains for large-scale use. Then, we considered
whether the operation and maintenance of technology is easy and
sustainable. Last but not least, we considered compatibility with
old data center facilities and air-cooled servers. Considering these
factors, each service infrastructure provider can choose the most
suitable technology for their situation. Since we have a large num-
ber of air-cooled servers and air-cooled data center facilities, cold
plate liquid cooling technology is a more suitable choice in our
datacenter. Given that the power ratio of liquid cooling to air cool-
ing depends on workloads which is di�cult to accurately predict
during a datacenter’s life cycle (nearly 10 years), we launched an
air-liquid integrated cooling system.
Aggregation of same-rail ToR switches facilitates scalability.
At the nascent stage of constructing Astral network architecture,
we have tried a fully interconnected network on tier 2. However, our
statistics in production reported that most tra�c is within the same
rail, bene�ting from NVLink-optimized network communication
PXN [2, 46]. As a result, a fully interconnected network on tier 2
not only decreased the number of GPUs for same-rail transmission
but also exacerbated hash polarization, a�ecting training e�ciency

at scale. Then, we decided to aggregate the same-rail ToR switches
on tier 2 to maximize the same-rank GPU interconnects for same-
rail transmission. Our in-production Hunyuan-MoE model training
statistics indicate that the improvement of training e�ciency is
almost consistent with the expansion of the GPU scale, with only a
0.6% performance loss on 8K GPUs (details are shown in Figure 19 in
Appendix). We further monitored the network link utilization and
did not see any hotspot paths under high tra�c volume, bene�ting
from our Astral monitoring system that timely detects congestion
and schedules the congested �ow to a low-load path.
Wiring and con�guration consistency check.Astral network ar-
chitecture enables 64K GPUswithin a single Pod and accommodates
512K GPUs within a three-tier switching network, complicating
wiring. In the early stage of physically deploying Astral infrastruc-
ture, the on-site sta� made a lot of wiring mistakes and were stuck
in correcting them. We ran the wiring verify tool in Astral moni-
toring system’s o�ine toolsets to address this issue, which collects
the slot ID, MAC address, and IP address through the dmidecode
command and address resolution protocol to establish the relation-
ship between switch ports and host slots, and then compares it
with the network topology rules. Also, since the servers are often
rented by customers, the con�gurations, such as DCQCN and PFC
parameters, NVIDIA drivers, and NCCL version, among servers
are inconsistent. In production, we noticed that such inconsistency
degraded training performance and caused failures. Hence, we used
nvidia-smi and NCCL logs to check these con�gurations, which
have also been integrated into our o�ine toolsets. In consequence,
we employ Astral monitoring system to conduct essential checks
before delivering hosts to customers.
Speci�c driver version can a�ect the scaling of training ef-
�ciency. During a large-scale LLM training involving 8K GPUs,
we encountered an unexpected fail-hang fault. As was usual, we
started with NCCL and RDMA error logs in the monitoring system
but did not see anything particularly wrong, making it challeng-
ing to identify the root cause. Frustratingly, such a fail-hang did
not manifest when the scalability of the GPU decreased, rendering
binary search diagnosis ine�ective for isolating the problematic
machine. Therefore, we resort to a dumb way of replacing and
rebooting machines in batches. Each iteration of this process took
approximately one hour. Several dozen experts in our team worked
continuously for 26 hours to replace the machine and this issue
did not occur. Through correlation with our monitoring system
maintenance records, we traced the issue to an NVIDIA driver up-
date as the only suspicious change. Finally, after consulting with
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NVIDIA experts, we con�rmed that this issue stemmed from a
speci�c version of the NVIDIA driver.
PCIe issue causes PFC storms, halving the performance of
the entire cluster running multiple jobs. In this incident, we
encountered a dramatic drop in training e�ciency to 50% when
multiple customers trained their models simultaneously on the
Astral infrastructure. Some customers reported that their model
training e�ciency was reduced by half. Our original Astral moni-
toring system only identi�ed the congested end-host that generated
PFC. However, the original monitoring system could not monitor
the physical layer of this PCIe anomaly, making it unable to pin-
point the root cause of the host congestion. After several hours of
diagnosis, we �gured out that the PCIe of one machine was broken,
which eventually triggered PFC and caused congestion spreading,
severely a�ecting training e�ciency. Subsequently, we integrated
physical layer monitoring for this PCIe anomaly into our monitor-
ing system, empowering it to identify and handle such anomalies
automatically.
E�ective scope of cross-host and hierarchical correlation
analysis for abnormal behaviors. Cross-host and hierarchical
correlation analysis can e�ectively address most issues caused by
single-device failures or performance degradation that disrupt the
entire cluster. For example, when a failure occurs, the log of the
abnormal device may be missing, or the training progress (e.g.,
completed communication/computation operations) may be sig-
ni�cantly slower. Nevertheless, our analysis has limitations when
dealing with issues not tied to a speci�c device, such as incorrect
strategies at the training framework layer that cause occasional
resource preemption and underutilization of operators. It can only
reveal that di�erent devices experience random anomalies at di�er-
ent steps, but cannot identify the root cause.
Self-correcting model improves accuracy.Many LLM timeline
tools have been provided in recent years. To avoid repeated de-
velopment, we had full expectations to utilize existing solutions
such as SimAI and ASTRA-sim. However, after several days of use,
one crucial issue we noticed was low e�ciency. Speci�cally, for
one iteration of 1K GPU training, we ran ASTRA-sim for one day
on a 48-core server to obtain the experiment results. Even though
SimAI leverages UNISON [12] that o�ers a parallel-e�cient and
user-transparent network simulation kernel to speed up discrete-
event simulation, it still requires several hours to complete. This
remains insu�cient to meet our requirements. In addition, in the
currently open-sourced version of SimAI, PP communication tra�c
is not transmitted over the inter-host network, which may lead
to a biased estimation of network communication time. We con-
�rmed this issue with the SimAI team. In consequence, we built
Astral Seer. In the beginning, we only constructed basic modeling
without correction that used the full GPU FLOPs, HBM bandwidth,
and network bandwidth. In some cases, the results between the
testbed and the Seer were consistent. However, we realized that
Seer’s results could deviate from the testbed results by more than
5% when communications become a bottleneck. To this end, we
introduced self-correcting modeling driven by realistic testbed data.
One limitation could be the data in various cases. But, as an infras-
tructure provider, we serve many customers under various cases,
which naturally have lots of data. Therefore, Astral Seer achieves
acceptable accuracy after calibration.

6 Related Work
Network architecture for LLM.Many companies have released
their network architecture tailored for LLM. Alibaba provides HPN
[39], which interconnects 15K GPUs within one Pod and imposes
bandwidth oversubscription across Pods. ByteDance and Meta have
published their CLOS-like network architecture, accommodating
10K GPUs [27] and 32K GPUs [20], respectively. They do not ac-
count for reliability due to single-ToR failures. Google discloses
torus topology [29] to connect 4K TPUv4, which, however, proves
unsuitable for commodity GPUs due to the heterogeneous ports
with signi�cantly varying speeds. By contrast, we propose a 3-tier
network architecture that can support 512K GPU interconnection
without bandwidth oversubscription.
Monitoring system for LLM. Existing e�orts have developed spe-
cialized monitoring tools tailored for LLM clusters. TRANSOM [48]
and Minder [16] collect various KPI metrics (e.g., GPU Utilization)
and hardware counters (e.g., PFC counts). MegaScale [27] and Aegis
further enable progress-aware monitoring through CUDA events
and probing of NCCL libraries. They use univariate or multivari-
ate anomaly detection methods (e.g., Z-score [8], LSTM-VAE [38])
to identify outlier hosts. By contrast, we share experience on our
full-stack monitoring that empowers cross-host and hierarchical
correlation.
Operator timeline tools for LLM. Existing AI simulators can
forecast operator execution timelines. However, packet-granular
simulators, such as ASTRA-sim [1] and SimAI [7], are ine�cient at
ultra-scale. Instead, operator-granular simulators, such as FlexFlow
[26], Daydream [52], dPRO [24], DistSim [33], Proteus [18] and
Echo [19], achieve high e�ciency. However, they do not incorpo-
rate packet-level behaviors, which could raise accuracy concerns.
Owing to their limits of being unable to achieve both e�ciency and
accuracy, we developed Astral Seer.

7 Conclusion
This paper presents Astral, our new datacenter infrastructure na-
tively built for LLM, which is capable of interconnecting half a
million GPUs. Astral features a same-rail interconnection network
architecture, a full-stack monitoring system with cross-host and hi-
erarchical correlation, and operator-granular performance forecast-
ing. These components come together to deliver a high-performance,
scalable, �exible, and reliable datacenter infrastructure for LLM
workloads. We envision that Astral can be a powerful knob for
exploring the extremes of LLM’s capabilities.
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Figure 17: The e�ectiveness of our optimized ECMP.

APPENDIX
Appendices are supportingmaterial that has not been peer-reviewed.

A Rationale for Adopting ECMP Load Balancing
Although ECMP has relatively low e�ciency, we still adopt it in
production because: First, compared to per-packet load balanc-
ing schemes, ECMP, which assigns a �xed path to each �ow, can
simplify fault diagnosis in practical operations. Also, our fault di-
agnosis tools rely on a �xed path and would require substantial
redesign otherwise. Second, per-�ow ECMP is compatible with
existing hardware. For example, some legacy NICs, e.g., the CX-6
standard (non-DX) version, only support in-order delivery. Oth-
ers, such as CX-7 and BF-3, support out-of-order delivery only for
RDMA Write operation, but not for RDMA Write with Immediate
operation which is commonly used in LLM workloads. Finally, in
contrast to per-packet load balancing schemes, per-�ow ECMP con-
�nes the impact of failures to a limited set of �ows. When a link
fails, only those �ows mapped to the failed path are a�ected.

B Astral Network Extension
To consolidate computing power, we are extending the Astral net-
work architecture to connect multiple LLM data centers separated
by hundreds of kilometers. In general, the distance between LLM
data centers can be hundreds kilometers, resulting in high prices
of long-distance optical �ber (e.g., ⇠70$/km each month and 250K$
of 300km in our rental records for one year) comparable to GPUs.
Thus, there is a trade-o� between optical �ber bandwidth over-
subscription and training performance loss. From our experience
with today’s training framework, choosing either PP tra�c or DP
tra�c instead of TP tra�c across datacenters has the potential to
mitigate the side e�ects of bandwidth oversubscription and long
latency, depending on the amount of data volume and communica-
tion frequency as mentioned in §4.4. Figure 18 shows the realistic
experiment results of using PP tra�c across datacenters, indicating
that intra-datacenter to across-datacenter bandwidth oversubscrip-
tion of 8:1 does not a�ect performance, while 32:1 causes 4.6%
performance degradation.

C Astral Monitoring System Overheads
Millisecond-level monitoring introduces additional bandwidth over-
head due to the need to mirror the �rst packet’s header of each

Figure 18: Training perfor-
mance across datacenter.

Figure 19: Training per-
formance at scale.

Table 1: Lists of computation, memory access and communi-
cation operators in Seer for LLaMA 3.

Operators Types
Input

Embedding
LoadWeight Mem.
EmbeddingComputation Comp.

Transfomer
Layer

PPRecv Comm.
RMSNormLoadWeight Mem.
RMSNormComputation Comp.
GQAQKVLoadWeight Mem.
GQAQKVComputation Comp.
GQACoreAttn Comp.
GQAAttnProjLoadWeight Mem.
GQAAttnProjComputation Comp.
AttnTPAllReduce Comm.
SwiMLPUpProj Mem. + Comp.
SwiMLPGateProj Mem. + Comp.
SwiMLPDownProj Mem. + Comp.
MLPTPAllReduce Comm.
PPSend Comm.

Output Layer Logit Mem. + Comp.

RDMA message. In our deployments, this results in an average
bandwidth overhead of approximately 0.8Mbps per node. For a clus-
ter with 100K GPUs, the total monitoring tra�c is about 10Gbps.
This represents only about 0.00005% of the total link bandwidth,
rendering the overhead negligible. INT Ping also introduces addi-
tional storage overhead, as each ping packet carries extra metadata
to detect hop-by-hop nodes and measure latency. For example, in a
10K-GPU cluster, this results in only 173 GB of storage usage per
day, and we retain the data for only the most recent 15 days.

D Evolving Astral Monitoring System
Astral monitoring system o�ers a viable solution for an automatic
correlation analysis tool. This hierarchical correlation analysis es-
sentially draws on the underlying operational habits of experienced
operations engineers when locating anomalies. However, there are
always some anomalies that the automatic correlation system can-
not recognize. Speci�cally, there are certain failures that do not
adhere to the preset logic, such as persistent congestion resulting
from the abnormal response of network interface cards (NICs) to
PFC frames. For these newly emerging anomalies, we need to use
o�ine tools for in-depth analysis. To append the new anomaly to
the automatic monitoring framework, we just need to patch the
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new detector at the lower level (i.e., physical layer). With layer-by-
layer abstraction, upper-level monitoring is mainly responsible for
identifying abnormal manifestations and locating abnormal nodes,
introducing minimal changes when dealing with new failures. In
this way, we can establish a continuously evolving monitoring
system.
There are edge-case failures that are challenging to handle.
A few failure types are di�cult for the online monitoring system to
diagnose. During operations, we found that certain software bugs
and hardware anomalies require manual intervention. For example,
a training task exhibited daily performance �uctuations across
multiple nodes within a speci�c time range. Our monitoring system
detected increased CPU utilization on a large number of devices, yet
cross-host analysis failed to identify any root-cause nodes, and no
critical abnormal logs were captured. After manual investigation,
engineers identi�ed the issue: routine port scanning by the network
security team repeatedly connected to a port NCCL was actively
listening on, causing abnormal CPU usage. The problem was solved
after the port was added to the whitelist.

E Basic Modeling in Astral Seer
Here, we present the formulation for atomic computation, memory
access, and communication operator execution time. Speci�cally,
we formulate the atomic computation operator time as:

)<D;C8?;820C8>= =
(2= � 1) ⇥< ⇥ ?

5 ;>?B
(1)

)0338C8>= =
< ⇥ =

5 ;>?B
(2)

where<= is the demand matrix addition �ops of matrix �,⌫ 2 R<⇥= ; and
(2= � 1)<? is the demand matrix multiplication �ops of matrix� 2 R<⇥=

and matrix ⌫ 2 R=⇥? . Each computation operator can be decomposed into
multiple atomic operations.

The atomic memory access operator execution time of matrix
� 2 R<⇥= is expressed as:

)<4< =
< ⇥ = ⇥ 5

⌘1<_1F
(3)

where 5 is the binary �oating-point format used by the computer,
de�ned by its bit-width. For example, 5 is 16 bits in the FP16 format.

Taking the basic 3D-parallelism, i.e., TP, PP, and DP, in trans-
former models as an example [35, 43], the communication operator
execution time can be categorized in accordance with communica-
tion types as:

)C?_2><< =
1 ⇥ B ⇥ ⌘ ⇥ 5

=4C_1F
(4)

)??_2><< =

1⇥B⇥⌘⇥5
C?_6A>D?B

=4C_1F
(5)

)3?_2><< =

<>34;_?0A0_=D<⇥5
C?_6A>D?B⇥??_6A>D?B

=4C_1F
(6)

where 1, B , and ⌘ represent batch size, sequence length and hidden
size in model framework, respectively; C?_6A>D?B and ??_6A>D?B
are TP group size and PP group size, respectively;<>34;_?0A0_=D<
is the total number of model parameters.
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